a)

A Shopshire Lad

by A.E. Housman

Published by Dover 1990

This collection of sixty three poems appeared in 1896. Many of them make references to Shrewsbury and Shropshire, however, Housman was not a native of the county. The Shropshire of his book is a mindscape in which he blends old ballad meters, classical reminiscences and intense emotional experiences "recollected in tranquility." Although they are not particularly to my taste, their style, simplicity and timelessness are obvious even to me. Below are two short poems which amused me, I hope you find them interesting too.

XIII

When I was one-and-twenty

I heard a wise man say,

'Give crowns and pounds and guineas

But not your heart away;

Give pearls away and rubies

But keep your fancy free.'

But I was one-and-twenty,

No use to talk to me.

When I was one-and-twenty

I heard him say again,

'The heart out of the bosom

Was never given in vain;

'Tis paid with sighs a plenty

And sold for endless rue'

And I am two-and-twenty,

And oh, 'tis true 'tis true.

LVI . The Day of Battle

'Far I hear the bugle blow

To call me where I would not go,

And the guns begin the song,

"Soldier, fly or stay for long."

'Comrade, if to turn and fly

Made a soldier never die,

Fly I would, for who would not?

'Tis sure no pleasure to be shot.

'But since the man that runs away

Lives to die another day,

And cowards' funerals, when they come,

Are not wept so well at home,

'Therefore, though the best is bad,

Stand and do the best, my lad;

Stand and fight and see your slain,

And take the bullet in your brain.'
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**A Shropshire Lad**

**by A.E. Housman**

**Published by Dover 1990**

**This collection of sixty three poems appeared in 1896. Many of them make references to Shrewsbury and Shropshire, however, Housman was not a native of the county. The Shropshire of his book is a mindscape in which he blends old ballad meters, classical reminiscences and intense emotional experiences "recollected in tranquility." Although they are not particularly to my taste, their style, simplicity and timelessness are obvious even to me. Below are two short poems which amused me, I hope you find them interesting too.**

**XIII**

**When I was one-and-twenty**

**I heard a wise man say,**

**'Give crowns and pounds and guineas**

**But not your heart away;**

**Give pearls away and rubies**

**But keep your fancy free.**

**But I was one-and-twenty,**

**No use to talk to me.**

**When I was one-and-twenty**

**I heard him say again,**

**'The heart out of the bosom**

**Was never given in vain;**

**'Tis paid with sighs a plenty**

**And sold for endless rue'**

**And I am two-and-twenty,**

**And oh, 'tis true 'tis true.**

**LVI . The Day of Battle**

**'Far I hear the bugle blow**

**To call me where I would not go,**

**And the guns begin the song,**

**"Soldier, fly or stay for long."**

**'Comrade, if to turn and fly**

**Made a soldier never die,**

**Fly I would, for who would not?**

**'Tis sure no pleasure to be shot.**

**'But since the man that runs away**

**Lives to die another day,**

**And cowards' funerals, when they come,**

**Are not wept so well at home,**

**'Therefore, though the best is bad,**

**Stand and do the best, my lad;**

**Stand and fight and see your slain,**

**And take the bullet in your brain.'**
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## Introduction

This assignment is designed to give you experience with reuse in Java, by employing inheritance to extend and modify the behaviour of Java classes. You will use the SimpleURLReader class from our cs1 package. To complete the assignment, you do not need to know how the SimpleURLReader class works, you just treat it like any other Java class. One of the key points of this lab is to demonstrate that you can add to and modify the behaviour of an existing class, even without having its source code. Now that is neat!

## Setup

Create your lab02 project from the CS101 console template, as usual, then [download this cs1 package](http://www.cs.bilkent.edu.tr/~adayanik/cs102/RevisedCS1Package/cs1.jar) (right click and save it) to any convenient location outside of your lab02 project folder (e.g. the private\cs102 folder that contains all your labXX folders.) You now need to add the package to your project's *classpath*so Java can find and use it.

To do this **in DrJava:** Choose Project | ProjectProperties then, in the "Extra Classpath" option, select "Add" and navigate to the cs1.jar file you just downloaded. Select it and click OK everywhere to complete the process. All being well you should now be able to import cs1.SimpleURLReader; into your classes.

***Aside:*** You might be tempted to do this assignment without making use of (DrJava) projects ~by setting the classpath in your computer's global environment settings or from the Edit | Properties, ExtraClassPath option in DrJava~ but do not do so. Instead, **use projects to organise your work**. This is a key software engineering skill that will make your life much easier in the future, so make sure you learn how to do it now!

## Exercises

Do the following in order:

**(a)** Write a test program that will read the contents of [this url](http://www.cs.bilkent.edu.tr/~adayanik/cs102/docs/housman.txt) and print its contents and the number of lines it contains, on the console. To read the contents of a url you can use the SimpleURLReader class (see above!) Its constructor takes the desired url as a String, for example "http://www.cs.bilkent.edu.tr/~adayanik/cs102/docs/housman.txt". The class has only two methods: getPageContents() that returns the contents of the url (the webpage) as a String, and getLineCount() that returns an int corresponding to the number of lines read from the url.

**(b)** Design, implement and test a new class, MySimpleURLReader, that extends the SimpleURLReader class, adding two methods to it: getURL() that returns the url String used to create the SimpleURLReader object, and getName() that returns the filename part of the url, that is, the part of the url following the last '/' character ("housman.txt" in the previous example). Once this is working, fix the bug in SimpleURLReader's getPageContents() method whereby the String "null" is added to the beginning of the String it returns. Do this by overriding the corresponding method in your new sub-class.

**(c)** A customer wants to be able to print the contents of  [this other url](http://www.cs.bilkent.edu.tr/~adayanik/cs102/docs/housman.htm) (an html version of the original plain text) and have it appear as in the part (a) without any of the html code in it! Clearly, it is necessary to read the contents of the url and then filter out the html code so that only the visible text is left. Rather than write an entirely new class from scratch, you realise that the MySimpleURLReader class does most of what you want and so decide to use it. Design, implement & test a new class, HTMLFilteredReader, that extends MySimpleURLReader. Its getPageContents() method should return only the text, without the html. A new method, getUnfilteredPageContents() can be called to return the original page complete with html codes. Assume that anything between "<" and ">" is html code and should be omitted from the filtered output. Solve the problem using charAt(i) and String concatenation.

**(d)** The customer is impressed and immediately asks you to add a method that computes the overhead due to the html code (the percentage increase in size between the html and no-html contents.) They also want a list of the url's that the page links to! A little research shows that html links have the form ***href="link\_url".***Use **String class** methods (indexOf & substring) to extract all of the ***link\_url***'s and put them into an ArrayList. Return this as the result of a getLinks() method. Add these methods by sub-classing HTMLFilteredReader in a class called SuperHTMLFilteredReader. Modify your test program to exercise these new facilities. Experiment with Java's extended type checking mechanism by calling the methods using variables of both HTMLFilteredReader and SuperHTMLFilteredReader types. Note: the previous url's do not have any html links in them, so try using [this url](https://docs.oracle.com/javase/tutorial/) for testing this new class.

**(e)** Finally, design and implement a simple menu-driven program that will maintain a collection of MySimpleURLReader objects. The main menu should have  three options: (1) Enter the url of poem to add to collection, (2) List all poems in the collection, and (3) Quit. Option 2 should display only the index number & (file) name for each of the poems. The user should then be able to enter the index number of a poem to view it (and then return to the same list.) If the user enters the last index number + 1 they should be returned to the main menu, anything else should be ignored. In option 1, if the user enters the url of a text file you should create a MySimpleURLReader object and add it to the collection, whereas if they enter the url of an html file you should create an HTMLFilteredReader object and add it to the collection. You should always call the getPageContents() method of the corresponding object to view it from option 2. If you have done everything properly, you should always see the non-html version of the poem... that's neat, that's polymorphism!